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ABSTRACT

We present novel Localized sElf-reconfiGuration algOrithms (LEGO)

for a multi-radio wireless mesh network to autonomously and ef-
fectively recover from wireless link failures. First, LEGO locally
detects link failures by accurately monitoring the network condi-
tion and, upon detection of a failure, triggers network reconfigu-
ration. Second, it dynamically forms/deforms a local group for
cooperative network reconfiguration among local mesh routers in
a fully-distributed manner. Next, LEGO intelligently generates a
local network reconfiguration plan through which a thus-formed
group recovers from local failures, while keeping network changes
to minimum. Finally, by figuring local channel utilization and re-
configuration cost in its planning, LEGO maximizes the network’s
ability to meet diverse links’ QoS demands. LEGO has been im-
plemented on a Linux-based system and experimented on a real-
life testbed, demonstrating its effectiveness in recovering from link
failures and its improvement of channel efficiency by up to 92%.

Categories and Subject Descriptors

C.2.1 [Computer-Communication Networks]: Network Archi-
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Algorithms, Design, Experimentation, Performance
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1. INTRODUCTION

Despite the increasing abundance of network resources, multi-
radio wireless mesh networks (WMNs) still suffer from poor re-
source utilization and performance degradation due mainly to het-
erogeneous and fluctuating channel conditions [1,2]. For example,
WMNs in some areas might experience severe channel interference
from other co-existing networks, might suffer from mismatched
resource allocations due to varying links’ QoS requirements, and
might not be able to access some frequency bands owing to spec-
trum regulation in a certain area or during a certain time period [3].

These channel-related problems of WMNs have been researched
extensively, but the resultant solutions still suffer from several im-
portant problems. First, existing network configuration algorithms

Copyright is held by the author/owner(s).
MobiCom’07, September 9-14, 2007, Montréal, Québec, Canada.
ACM 978-1-59593-681-3/07/0009.

326

[4-6] provide (theoretical) guidelines for network planning, but
they usually require “global” changes in network settings, thus in-
curring high overhead and limiting their scalability. Moreover, they
often assume a priori availability of accurate information on the
network condition and rely on static or periodic network configu-
rations, which are unsuitable for dynamically-changing networks.
Second, a greedy channel-assignment algorithm [7] can reduce the
requirement of network changes for failure recovery, but one local
change might cause QoS degradation/failures at neighboring nodes,
triggering “propagation” of QoS failures. Finally, fault-tolerant
routing protocols such as local re-routing [8] or multi-path rout-
ing [9] can be adopted to avoid these side effects. However, their
reliance on detour paths or redundant transmissions requires more
network resources than network reconfiguration.

To overcome the above limitations, we propose novel Localized
sElf-reconfiGuration algOrithms (LEGO) that enable a multi-radio
WMN to autonomously reconfigure its settings (e.g., channel and
link association) to recover from local link failures. LEGO is a
distributed system that is composed of three core bricks: monitor-
ing, reconfiguration, and planning. First, the monitoring brick ac-
curately monitors the network condition and detects network fail-
ures in real time. The brick in every node efficiently measures the
quality of link—such as packet-delivery ratio and data-transmission
rate—to each neighboring node by interacting with the network and
MAC layers. Further, by adopting hybrid measurement schemes
called EAR [10] across multiple radios, LEGO improves both ac-
curacy and efficiency in network monitoring. Based on these mea-
surements, LEGO quickly detects local network failures (e.g., link,
QoS, and spectrum failures), triggering network reconfiguration
immediately.

Second, the reconfiguration brick forms and deforms a local re-
configuration group, allowing for on-demand cooperation among
local mesh nodes. Upon receiving a local failure alarm, this brick
identifies failure-affected nodes and elects the (local) group leader
among the nodes, while collecting necessary information. This in-
formation is delivered to the elected leader as part of the group-
formation process and is used for reconfiguration planning. Be-
sides the group formation, the reconfiguration brick also includes a
deformation protocol that effectively reconfigures network settings
based on the planning.

Finally, the planning brick generates the most effective recon-
figuration plan that requires only /ocal network changes for failure
recovery and meets links’ QoS requirements. To this end, LEGO
takes a top-down approach in its reconfiguration planning. Based
on the collected network information, the planning brick in the
leader node first enumerates feasible network changes for recov-
ery from detected failures by using constraint graphs. By accept-
ing current network settings as constraints, the brick minimizes



changes of healthy network settings, while allowing for local changes
around the failure location. Then, the brick selects plans that satisfy
links’ QoS demands and avoid cascaded network changes, called
the ripple effect. Finally, of the selected plans, it chooses the most
effective plan that improves overall channel utilization.

Our evaluation results on a Linux-based implementation of LEGO
show that it outperforms existing failure-recovery methods, such
as greedy, local re-routing, and static channel assignments. First,
LEGO detects local failures in real time and reconfigures the net-
work, thus improving channel efficiency' by up to 92% over the
local re-routing protocol. Next, LEGO’s planning algorithm effec-
tively generates and identifies reconfiguration plans that improve
overall channel utilization and avoid ripple effects.

2. DESIGN OF LEGO

This section outlines the design of LEGO. We first present a de-
sign overview, and then describe of each brick of LEGO.

2.1 Overview of LEGO

LEGO is a distributed system that is easily deployable in an ex-
isting IEEE 802.11-based multi-radio WMN (e.g., Figure 1) to sup-
port localized self-configuration via the following distinct features.

o [n-network monitoring and detection: LEGO adopts an efficient
and accurate link-quality monitor [10] and extends it for a multi-
radio WMN. Based on network measurements and given links’
QoS constraints, each node detects local link failures, as opposed
to relying on a remote server, and, upon detection of a failure,
triggers network reconfiguration in real time.

Distributed reconfiguration: LEGO includes a distributed group
formation/deformation protocol that helps a WMN reconfigure
its settings autonomously. This protocol enables cooperative
network reconfiguration among failure-affected mesh routers and
minimizes network disruption.

Network planning via a constraint graph: In its reconfigura-
tion planning, LEGO uses a constraint graph to keep network
changes as local as possible. By taking current network settings
as constraints, LEGO can generate a set of feasible reconfigura-
tion plans that allow network configurations to be changed only
in the vicinity of network failures, while retaining configurations
in areas remote from failure locations.

Estimation of reconfiguration effects: LEGO effectively identi-
fies QoS-aware and cost-effective reconfiguration plans by (i)
estimating an expected bandwidth function for LEGO to use to
filter out reconfiguration plans that do not satisfy the QoS re-
quirements; and (ii) deriving channel utilization and reconfigu-
ration cost for evaluation of the benefits and penalty of reconfig-
uration plans, respectively.

LEGO is composed of three core bricks as shown in Figure 2, and
their interactions can be described in four procedures: (1) the moni-
toring brick in every node constantly monitors wireless link-quality
and checks each link for possible failures; (2) on detection of a
failure, the reconfiguration brick triggers the formation of a local
group with the election of a leader; (3) based on collected network
information during the group formation, the planning brick in the
elected leader node runs a network planning algorithm, generating
the most cost-effective plan, and announces the plan to the group
members; and (4) the reconfiguration bricks in group members co-
operatively reconfigure their NICs and routing settings based on the
delivered plan.

! Channel efficiency is defined as achieved throughput per unit air-time.
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Figure 1: Multi-radio wireless mesh network: A WMN has an
initial assignment of frequency channels as shown above, but
often experiences link failures on a specific channel.
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Figure 2: Interaction diagram among LEGO bricks: LEGO is
composed of monitoring, reconfiguration and planning bricks,
running in every node. Each brick is selectively triggered and
interacts with each other within/among nodes.

2.2 Network Monitoring

The monitoring brick in LEGO plays a crucial role in autonomous
and QoS-aware network reconfiguration. To build such a brick,
we must overcome the following challenges: (i) how to accurately
measure network information across multiple radios and (ii) how to
effectively determine every link’s health within the network. These
two challenges are elaborated next.

LEGO employs techniques proposed in EAR [10] and apply them
to measure link-quality in a multi-radio WMN. LEGO improves
measurement efficiency by monitoring existing data traffic, while
maximizing accuracy by deriving link-quality from data frame trans-
mission results. In addition, by maintaining a link-state table in
the network layer that coordinates measurements across multiple
radios, the brick can accommodate as many radios as needed for
link-quality monitoring.

The monitoring brick is flexible to detect various types of net-
work failures by employing general parameters such as bandwidth
or transmission cost in the model. Using these parameters, this
brick periodically checks the health of each link in every node, and
triggers an alarm if the link does not satisty given constraints. Note,
however, that this paper focuses on detecting channel-related fail-
ures as explained in Section 1, and detecting hardware failures or
security attacks are beyond the scope of this paper.

2.3 Distributed Reconfiguration

The reconfiguration brick enables a WMN to reconfigure its set-
tings autonomously and cooperatively among local mesh routers.
To this end, the following design issues must be resolved: (i) which
and how to form a cooperative reconfiguration group; and (ii) how
to reconfigure NIC settings with minimum disruptions.



link CI links CIH link IH links IHG link HG
S(C.)3—6 S(I,H)3-3 S(H,G)3-3
R(C.3-5 S(1,H)3—6 S(H,G)3—6
R(I,H)3-,1 R(G,H)3-,1
R(H.D3-5
D(LH)

Examples of feasible plans: [S(C,1)3-.s, S(I,H)3-s, S(H,G)3-.6] [S(C,1)3-6, D(I,H), S(H,G)3-.3]

Figure 3: Example of network planning: LEGO generates per-
link plans (odd columns) and then combines them for feasible
reconfiguration plans (even columns) for the multi-radio net-
work with 6 available channels in Figure 1.

On detection of a failure on a specific channel, the reconfigura-
tion brick in a node(s) requests the formation of a reconfiguration
group among nodes that use the faulty channel. This formed group
is essentially a set of nodes that might be affected by a current link
failure. Since the settings of a faulty link must be changed, the
neighboring nodes that use the same faulty channel can be affected
due to its association.

Once a reconfiguration plan is determined, LEGO deforms group
members’ network settings and remove a formed group. To min-
imize traffic disruption during reconfiguration, LEGO uses either
asynchronous or synchronous network deformation. LEGO sets a
detour path before reconfiguration and then reconfigures networks
asynchronously within a time window. If no detour paths exists, it
relies on accurate network time protocol (NTP) [11] and changes
network settings synchronously.

2.4 Network Reconfiguration Planning

The planning brick in LEGO generates reconfiguration plans for
each group. A key idea behind LEGO is that it takes a top-down
approach to generating reconfiguration plans mainly for minimiz-
ing network changes, as opposed to a bottom-up approach used in
existing scheduling and assignment algorithms [4,5,12]. These ex-
isting algorithms try to find one optimal plan that satisfies the QoS
demands on all links in a greedy fashion, and thus, one change in
assignments might cause cascaded changes in assignments of other
parts. By contrast, LEGO first generates a set of feasible local net-
work changes that satisfy current network connectivity. Then, it
chooses a plan that satisfies the QoS demand and that improves
channel utilization.

To realize such algorithms, the following questions should be
answered: (i) how to generate feasible plans, (ii) how to evaluate
QoS satisfiability, and (iii) how to identify the most effective plan.

First, LEGO generates a set of feasible plans by enumerating
possible changes in each link of a thus-formed group. In this enu-
meration, LEGO follows a two-step procedure based on the divide-
and-conquer principle and uses a constraint graph to avoid unnec-
essary enumerations. As shown in Figure 3, LEGO first generates
all possible changes—such as channel switching (s), radio associ-
ation change (R), and detouring (D)—per each link in a group, and
then makes a set of combinations with the possible changes for all
links in the group (called feasible reconfiguration plans).

Next, LEGO evaluates each feasible plan with respect to QoS
satisfiability and ripple effects. Even though each feasible plan
ensures that a faulty link has different network settings, it might
not satisfy QoS requirements or even cause cascaded changes of
network settings. To filter out such plans, LEGO first estimates
the QoS satisfiability of each plan’s new network settings, based
on measurement results from the monitoring brick. Then, once all
links under one plan satisfy QoS requirements, LEGO checks QoS
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Figure 4: Gains in channel efficiency: LEGO effectively re-
configures the network around a faulty link, improving chan-
nel efficiency by up to 92%. By contrast, local re-routing
causes degradation in channel efficiency, and static channel-
assignment does not react to the link failure in a timely manner.

satisfiability up to two-hops-away nodes to identify any ripple ef-
fect from a local change(s) and removes plans with the effects.

Finally, LEGO now has a set of reconfiguration plans that are
QoS-satisfiable without causing the ripple effect, and needs to choose
the best plan among them. To this end, LEGO first calculates av-
erage residual bandwidth of links for each feasible reconfiguration
plan. Then, it chooses a plan that allows local networks to have
evenly distributed residual bandwidth. Finally, if multiple plans
have the same distribution, LEGO chooses one plan that incurs the
minimum links’ changes.

3. PERFORMANCE EVALUATION

LEGO has been implemented in a Linux-based system and eval-
uated on our testbed. We first describe our experimentation setup,
and then present its representative evaluation results.

3.1 Experimental Setup

LEGO’s implementation is evaluated in our in-door multi-radio
wireless mesh network, constructed in the fourth floor of the Com-
puter Science Building at the University of Michigan. This network
is composed of 17 mesh nodes, each of which is a small-size wire-
less router—Soekris board 4826-50 [13]. Every node is equipped
with two EMP IEEE 802.11 a/b/g miniPCI cards and a 5-dBi gain
indoor omni-directional antenna, and runs on Linux OS (kernel 2.6)
with a modular implementation of LEGO.

3.2 Experimental Results

We now present two sets of experimentation results in the above
setup: channel efficiency gain and ripple effect avoidance.

3.2.1 Gain in Channel Efficiency

To show LEGO’s gain in channel efficiency—defined as the ratio
of the number of successfully-delivered data packets to the number
of total MAC frame transmissions, we ran one UDP flow at a max-
imum rate over links in our testbed, while increasing the level of
interference every 10 seconds. We also set the QoS requirements of
a link to 6 Mbps as a parameter of LEGO, and measure the channel
efficiency progression every 10 seconds during a 400-second run.
For the purpose of comparison, we also ran the same scenario under
the local re-routing and static channel-assignment algorithms.

As shown in Figure 4, since LEGO uses a better-quality chan-
nel than the one on the faulty link via real-time reconfiguration, the
UDP flow can achieve a high successful frame transmission ratio,
improving channel efficiency by up to 91.5%. On the other hand,
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Figure 5: LEGO’s avoidance of ripple effects: LEGO finds a local reconfiguration plan that avoids the ripple effects by considering
neighboring nodes’ channel utilization, whereas the greedy channel switching and local re-routing triggers additional QoS failures in

neighbors’ flows, as shown in Figure 5(b).

using static-channel assignment suffers a poor packet-delivery ra-
tio, resulting in severe degradation of channel efficiency. Finally,
local re-routing often makes traffic routed over longer and low link-
quality paths, thus consuming more channel resources to deliver the
same amount of traffic than LEGO. Note that we do not intention-
ally run a greedy algorithm in this single-hop scenario, because its
gain is the same as LEGO. We, however, compare it with LEGO in
multi-hop scenarios next.

3.2.2 Avoidance of Ripple Effects

We also studied LEGO’s effectiveness in reducing the ripple ef-
fects of network reconfiguration. Figure 5(a) shows initial channel
and flow assignments in our testbed. In this topology, we ran 6 UDP
flows (f1,---, fe) each at the rate of 4Mbps, and measure each
flow’s throughput while injecting interference into a target channel.
Also, we use the four reconfiguration methods (i.e., static, local re-
routing, greedy, and LEGO) for failure recovery and measure the
effects of each method on reconfiguration. We ran the above sce-
nario with interference in 5.28 Ghz to induce failures of links that
use channel 5.26 Ghz. Finally, we also measure the throughput of
each flow without any interference for the ideal case.

Since LEGO considers the effects of local changes on neigh-
boring nodes in its planning, it reconfigures the network settings
to effectively avoid these adverse effects on other nodes. Figure
5(b) shows the average throughput of each flow after network re-
configuration. First, with interference in 5.28 Ghz, links among
nodes 14, 10 and 7 experience link-quality degradation. By using
LEGO, each flow achieves an average 98% of the ideal throughput
after reconfiguration, whereas local re-routing achieves 82% of the
throughput because of its use of detour paths. On the other hand,
the greedy approach causes degradation of neighboring links, while
partially recovering from the original link failures. This is because
one local greedy channel switching (from 5.26 to 5.32 Ghz) re-
quires the neighboring links’ channel (e.g., link between nodes 7
and 2) to change, creating interference to other neighboring nodes’
link (e.g., link between nodes 2 and 4) that use adjacent channels.

4. SUMMARY

We presented localized self-reconfiguration algorithms (LEGO)
for a multi-radio wireless mesh network to autonomously recover
from frequent local link failures. The monitoring brick in LEGO
enables on-line network reconfiguration through an efficient and
accurate network monitoring and real-time failure detection. The
reconfiguration brick allows cooperative reconfiguration among lo-
cal mesh routers during the failure recovery. Finally, LEGO’s plan-
ning brick generates a cost-effective reconfiguration plan that re-
covers from link failures and avoids adverse ripple effects.

LEGO has been implemented on a Linux-based system and eval-
uated on a real-life testbed, demonstrating its improvement of chan-
nel efficiency by up to 92% and the effectiveness in avoiding ripple
effects. Our future work includes a joint optimization of channel
and flow assignments, and measurement study for link-failure char-
acterization in multi-radio WMNss.
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